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| **NAME:** | Shubham Solanki |
| **UID:** | 2022301015 |
| **SUBJECT** | Design and Analysis of Algorithms |
| **EXPERIMENT NO:** | 4 |
| **AIM:** | To implement Matrix Chain Multiplication |
| **Algorithm:** | **MATRIX-CHAIN-ORDER (p)**  1. n length[p]-1  2. for i ← 1 to n  3. do m [i, i] ← 0  4. for l ← 2 to n // l is the chain length  5. do for i ← 1 to n-l + 1  6. do j ← i+ l -1  7. m[i,j] ← ∞  8. for k ← i to j-1  9. do q ← m [i, k] + m [k + 1, j] + pi-1 pk pj  10.If q < m [i,j]  11.then m [i,j] ← q  12.s [i,j] ← k  13.return m and s.  **PRINT-OPTIMAL-PARENS (s, i, j)**  1. if i=j  2. then print "A"  3. else print "("  4. PRINT-OPTIMAL-PARENS (s, i, s [i, j])  5. PRINT-OPTIMAL-PARENS (s, s [i, j] + 1, j)  6. print ")" |
| **Code:** | #include <iostream>  #include <climits>  #include <random>  #include <ctime>  using namespace std;  void matrixChainOrder(int p[], int n, int m[][100], int s[][100])  {      for(int i=1; i<=n; i++)      m[i][i] = 0; for(int l=2; l<=n; l++)      {          for(int i=1; i<=n-l+1; i++)          { int j = i+l-1;              m[i][j] = INT\_MAX;              for(int k=i; k<=j-1; k++)              {                  int q = m[i][k] + m[k+1][j] + p[i-1]\*p[k]\*p[j]; if(q < m[i][j])                  {                      m[i][j] = q;                      s[i][j] = k;                  }              }          }        }  }    void printOptimalParenthesis(int s[][100], int i, int j)  {      if(i == j)      cout << "A" << i;      else      {          cout << "("; printOptimalParenthesis(s, i, s[i][j]); printOptimalParenthesis(s, s[i][j]+1, j); cout << ")";      }  }  int main()  {      int p[8];      srand ( time(NULL) );      random\_device rd;      mt19937 gen(rd());      uniform\_int\_distribution<> distr(15, 46);      for(int i=0; i<10; ++i)      p[i] = distr(gen);      int n = sizeof(p)/sizeof(p[0]) - 1;        int m[100][100];      int s[100][100];      matrixChainOrder(p, n, m, s);      cout << "\nOptimal Parenthesization: "; printOptimalParenthesis(s, 1, n);      cout << endl;      cout << "\nMinimum Number of Scalar Multiplications: " << m[1][n] << endl;      cout << "\n\nm table:";      for(int a = 0; a < 8; a++)      {          for(int b = 0; b < 8; b++)          {              if(m[a][b] == 0){continue;}              cout << m[a][b] << " ";          }          cout << endl;      }      cout << "\n\ns table:";      for(int a = 0; a < 10; a++)      {          for(int b = 0; b < 10; b++)          {              if(s[a][b] == 0){continue;}              cout << s[a][b] << " ";          }          cout << endl;      }      return 0;  } |
| **Output** |  |
| **Conclusion:** | Thus, after performing this experiment I understood how matrix chain multiplication works and how significant it is while multiplying metrices |